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Abstract
This report presents the detailed steps and results of a structured review of code clone literature. The aim of the review is to investigate the evidence for the claim that code duplication has a negative effect on code changeability. This report contains only the details of the review for which there is not enough place to include them in the companion paper published at a conference (Hordijk, Ponisio et al. 2009 - Harmfulness of Code Duplication - A Structured Review of the Evidence).

1 Introduction
Duplication of source code is an important factor that is suspected to affect the quality of systems in terms of changeability and the number of errors. We want to investigate how duplication affects quality. There is a vast body of research about code duplication, and in this review we aggregate the current knowledge about the effects of duplication on changeability and error levels.

1.1 Problems
There is a lot of literature about code duplication, but only a few studies have attempted to investigate if and how duplication actually has a negative effect on changeability and error levels. Therefore it is not known if duplication is harmful, and if so, under what circumstances. This is a problem for researchers because many investigations are based upon the assumption that clones are harmful, and if this assumption is false, the value of the research would be called into doubt. For practitioners this lack of knowledge about harmfulness of duplication is a problem because they do not know if they should invest effort in avoiding or removing clones, and if so, how to prioritize those efforts between different kinds of clones. Based on practitioners’ reports and our own experience, we see that little use is made of clone detectors in practice. We think that solid knowledge about the harmfulness of clones would make such tools more attractive to practitioners.

1.2 Contributions
This study is a structured review of the evidence in code clone literature for harmfulness of duplication. The contributions are in the conference paper.
2 Methodology
We gathered information only from primary research, not from empirical observations. We have followed a method described by Kitchenham’s general procedure for performing systematic reviews Kitchenham 2007 - Procedures for Performing Systematic Reviews. Even though the entire investigation is not completely repeatable, as human judgment is involved in interpreting articles, Kitchenham’s method makes steps of the process as repeatable as possible. The following sections summarize our steps.

2.1 Framing the Research Questions
To frame research questions in such a way that they can be used to drive a structured review, Kitchenham suggests to use the PICOC format which we apply here to our research.
- **Population**: our population consists of software systems.
- **Intervention**: the intervention is the presence of duplication in a system. This is more like a disease when compared to medical research than a cure; our research is not evaluating treatments, but investigating how bad the disease is.
- **Comparison**: we compare software systems with duplication against software systems without or with less duplication.
- **Outcome**: the outcome of duplication is a reduction of changeability of the software system, or such is the hypothesis.
- **Context**: the context in which the above hypothesis holds, consists of context factors that are as yet not well understood. They include the sizes of clones and the refactorability of clones. Some context factors are mentioned in the primary sources, and they are discussed in the conference paper.

2.2 Identification of research
We searched a number of literature sources with several search criteria, aimed at finding a set of articles with the most complete possible coverage of the field of code clones. We chose the criteria to reflect the research questions stated in §1.1. We searched the following databases: DBLP, ACM Portal, CiteSeer and Scopus with the following search terms: “code clone”, “clones”, “code | duplication” (because “duplication” yields too many false hits), on December 17, 2008. We discarded articles that were not about code clones; examples include compiler optimization, set theory and DNA research. After our extensive searches we have validated the completeness of the search actions by looking for references in the selected papers to other papers that were not present in our sample but that would pass our search criteria. We found only 2 such references, which were workshop papers. Altogether, this yielded 153 papers. To our knowledge we have thus exhausted all available evidence in the period under review.

2.3 Selection of primary studies
We applied the following criteria to the found sources for inclusion in this review.
- The article must be published in a journal or conference proceedings. This excludes drafts of articles and technical reports found on web sites of research groups.
- The article should present evidence for a causal relation between duplication and a quality attribute of the system, or between intermediate variables, e.g. between duplication and co-change. We judged this by reading the entire papers, not just the titles and abstracts, because sometimes evidence is stated in a case study which is used as an illustration of, for example, a clone detector, on which the paper focuses.
- The article should not be published before 1990. This boundary is chosen arbitrarily to limit the search for sources.
We have not applied quality criteria to the primary sources, because so few papers passed the selection criteria that no additional selection was needed. The resulting set contains 18 papers, which are discussed in section 3.

2.4 Aggregation of evidence
We analyzed the evidence in the included papers. When a claim was made, we analyzed the external validity, that is, for which situations the claim would hold. For example, if a paper draws conclusions from an experiment with one system, then those conclusions may not be valid in another system because of any kind of difference between those systems. However if conclusions are based on five different open source Java systems, and another paper draws the same conclusions from two other
open source Java systems, we may generalize the conclusions to the class of open source Java sys-
tems. An overview of the conclusions is in section 4. Since we are interested in the circumstances un-
der which duplication is harmful, we also list what is known about the context factors under which
these conclusions hold.
3 Article identification and selection

This section presents the results from steps 1, identification of research, and 2, selection of primary studies. We used the criteria specified in paragraph 2.3 to select and rate articles for inclusion in our review. The results of the searches are the combined papers listed below. Those papers that passed our inclusion criteria are listed under ‘Included’, the others are under ‘Not included’. The discarded papers are those that seemed to fit our criteria from looking at the title only, but were discarded after reading the paper itself. We have included the titles to be able to distinguish between papers from the same authors in the same year. Full details are given in the bibliography.
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