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Abstract. This paper presents an approach for developing transformations from business process models to implementations that facilitates reuse. A transformation is developed as a composition of three smaller tasks: pattern recognition, pattern realization and activity transformation. The approach allows one to reuse the definition and implementation of pattern recognition and pattern realization in the development of transformations targeting different business process modeling and implementation languages. In order to decouple pattern recognition and pattern realization, the approach includes a pattern language to represent the output of the pattern recognition task, which forms the input of the pattern realization task.

1 Introduction

The behaviour represented in a business process model is not only determined by its activities, but also by its structure. This structure defines how the activities are related, which determines amongst others the order in which the activities are executed. In general, the structure is composed of generic structures representing well-known and frequently-used relationships, such as sequence, choice and concurrency. We use the term pattern to denote these generic structures. A pattern is an example of a structure concept, as described in [16]. It represents some type of relationship between activities without determining what activities are related. Patterns are typically nested to form the structure of a model.

In a transformation from business process models to implementations, two successive tasks can be identified in transforming patterns: pattern recognition and pattern realization. Pattern recognition identifies the patterns that form the structure of a model. Pattern realization translates these patterns into constructs of an implementation language.

Pattern recognition is not a trivial task. The definition and implementation of pattern recognition is expensive in terms of effort, cost and time. When one develops transformations from a modeling language to a set of implementation languages, it would be efficient if pattern recognition can be developed once and be reused with
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different pattern realizations. This is possible because pattern recognition is specific to the modeling language and independent from implementation languages. If a new pattern must be recognized, it is only the pattern recognition that needs to be extended. In our proposal, patterns identified by pattern recognition are documented in an intermediate model that is defined in a kind of pattern language.

Pattern realization translates elements in the intermediate model to constructs of an implementation language. When one develops transformations from a set of modeling languages to an implementation language, it would be efficient if the same pattern realization can be reused with different pattern recognition. This is possible because pattern realization is specific to the implementation language and independent from modeling languages.

To allow reuse, pattern recognition and pattern realization should be decoupled from each other. This can be achieved by defining the intermediate model in a language that is independent from any modeling and implementation languages. This pattern language is used as a standard way for representing patterns found in a model. Pattern recognition and pattern realization are developed as individual transformations. In order to keep the definition and implementation of pattern realization simple, it is preferable that a pattern is represented as a single concept in an intermediate model.

The objective of this paper is to present an approach that facilitates the reuse of pattern recognition and pattern realization in transformations from business process models to implementations. The approach aims at giving transformation development the benefits of development by reuse, i.e. less development cost, shorter time-to-market and correctness [9, 19]. The approach includes a pattern language for defining intermediate models between pattern recognition and pattern realization.

The structure of this paper is as follows. Section 2 discusses our approach in more detail. Section 3 presents a pattern language for defining intermediate models. Section 4 gives examples of transformations. Section 5 relates our work with other research activities. Finally, section 6 presents our conclusions and future work.

2 Approach

The idea of our approach is illustrated in Figure 1. Suppose that we develop a UML-to-BPEL transformation. The transformation is developed as a composition of three smaller tasks: $T_A$ for transforming UML activities into BPEL basic activities, $T_{P1}$ for recognizing patterns in UML and $T_{P2}$ for realizing these patterns into BPEL structured activities. Patterns recognized in the source model $M_{UML}$ are documented in the intermediate model $M_{int}$. The separation of pattern transformations $T_{P1}$ and $T_{P2}$ from activity transformation $T_A$ is to let the intermediate model $M_{int}$ focus on patterns and be independent from UML and BPEL. Each activity in the source model is associated with a unique identifier that is maintained in all the transformations. The results of transformations $T_{P2}$ and $T_A$ are combined to produce a BPEL model. The identifier of an activity is used to correctly put a BPEL basic activity associated with that identifier within a BPEL structured activity in which the BPEL basic activity should be contained. This example is presented in more detail in Section 4.
Figure 2 shows how this approach facilitates the reuse of pattern recognition and pattern realization. Activity transformations between source and target models are omitted for brevity. We have transformations $T_{P1}$ for recognizing patterns in UML and $T_{P2}$ for realizing patterns in BPEL. To have a UML-to-Java transformation, we reuse transformation $T_{P1}$ and develop transformation $T_{P4}$ for realizing patterns in Java. To have a BPMN-to-Java, we develop transformation $T_{P3}$ for recognizing patterns in BPMN and reuse transformation $T_{P4}$. To have a BPMN-to-BPEL, we reuse transformations $T_{P3}$ and $T_{P2}$.

An activity transformation is not reusable because it is specific to the languages of the source and target models. Consider, for example, the mapping of a UML AcceptEventAction to a BPEL receive activity. The UML action may require BPEL-specific information to be supplied to the BPEL activity, e.g., partnerLink, portType and operation. A UML-to-BPEL activity transformation must handle this BPEL-specific information. This makes the transformation not reusable for transforming a UML activity to other implementation languages. Obviously the transformation cannot be used to transform, for instance, BPMN activities to BPEL activities. Therefore, an activity transformation has to be developed for each pair of modeling and implementation languages.

2.1 Requirements for a Pattern Language

To facilitate the reuse of pattern recognition, an intermediate model should be defined in a pattern language that is independent from (i.e., abstracts from distinguishing features of) any implementation language. An intermediate model that is specific to an implementation language can only be realized in that implementation language. In that case, pattern recognition cannot be reused with other implementation languages.
To facilitate the reuse of pattern realization, a pattern language should be independent from any modeling language. A pattern language that is specific to a modeling language may not be able to document patterns defined in other modeling languages. In that case, the pattern realization is useful for that modeling language only.

In order to define a pattern language, we need a limited set of basic patterns. Patterns in a business process model will be documented in an intermediate model in terms of those basic patterns. We investigate patterns that are commonly found in business processes models and in implementations. We focus on realizing business process models in an imperative language or in the imperative part of an implementation language.

We consider workflow patterns as patterns that are commonly found in business processes. In [1], twenty different workflow patterns have been identified. Our approach uses workflow patterns as modeling constraints, i.e. any composition in the model should conform to one of these patterns. Pattern recognition should be able to identify workflow patterns in a model.

Control patterns [7, 20] are patterns that are found in implementations. A control pattern defines a certain execution ordering of activities in a structured program. The patterns are sequence, selection and iteration. Concurrent programming [3] adds another control pattern called concurrence.

We have three alternatives to determining a limited set of basic patterns for a pattern language. The alternatives are as the following.

1. **Workflow patterns as basic patterns.** Many basic patterns will have no direct (1-to-1) mapping to constructs of an implementation language. Pattern realization must translate such a basic pattern into a composition of constructs of an implementation language. A drawback of this alternative is that if a new workflow pattern must be recognized, the pattern language, pattern recognition and pattern realization must be extended.

2. **Control patterns as basic patterns.** Every basic pattern will be able to be mapped directly to a construct of an implementation language. A workflow pattern must be represented as a composition of one or more basic patterns in an intermediate model. If a new workflow pattern must be recognized, only pattern recognition must be extended.

3. **Workflow and control patterns as basic patterns.** This alternative combines the first and second alternatives. It brings the drawback of first alternative.

We took the second alternative to define a pattern language that we call **Common Behavioural Patterns Language (CBPL).** We present the language in Section 3. CBPL can be considered as an abstract platform [2] that offers a large set of implementation languages to realize an intermediate model. Each CBPL pattern can be realized in many implementation languages, such as BPEL, Java, C/C++ or VB.

### 2.2 Documenting Patterns

We can distinguish between workflow patterns that are comparable to CBPL patterns and workflow patterns that are not comparable (i.e., have no 1-to-1 mappings; see Table 1). The parallel split and exclusive choice of workflow patterns are comparable
to CBPL concurrence and selection, respectively. A synchronization pattern can be composed with a parallel split pattern to allow an activity be performed after a CBPL concurrence. A simple merge pattern can be composed with an exclusive choice pattern to allow an activity be performed after a CBPL selection.

Table 1. Comparison of workflow patterns and CBPL patterns

<table>
<thead>
<tr>
<th>Workflow patterns</th>
<th>CBPL Patterns</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Comparable patterns</strong></td>
<td></td>
</tr>
<tr>
<td>Sequence</td>
<td>Sequence</td>
</tr>
<tr>
<td>Parallel split (+ Synchronization)</td>
<td>Concurrence</td>
</tr>
<tr>
<td>Exclusive choice (+ Simple merge)</td>
<td>Selection</td>
</tr>
<tr>
<td>Arbitrary cycles(^a), Multiple instances (MI)(^b)</td>
<td>Iteration</td>
</tr>
<tr>
<td><strong>Incomparable patterns</strong></td>
<td></td>
</tr>
<tr>
<td>Implicit termination</td>
<td>-</td>
</tr>
<tr>
<td>Deferred choice</td>
<td>-</td>
</tr>
<tr>
<td>Interleaved parallel routing</td>
<td>-</td>
</tr>
<tr>
<td>Milestone</td>
<td>-</td>
</tr>
<tr>
<td>Multi-choice</td>
<td>-</td>
</tr>
<tr>
<td>Synchronizing merge</td>
<td>-</td>
</tr>
<tr>
<td>Multi-merge</td>
<td>-</td>
</tr>
<tr>
<td>Discriminator</td>
<td>-</td>
</tr>
<tr>
<td>Cancel activity</td>
<td>-</td>
</tr>
<tr>
<td>Cancel case</td>
<td>-</td>
</tr>
</tbody>
</table>

\(^a\) in special cases called *structured cycles*

\(^b\) consists of four patterns: MI without synchronization, MI with a priori design knowledge, MI with a priori runtime knowledge, and MI without a priori runtime knowledge.

The arbitrary cycles pattern indicates that an activity can be performed repeatedly without imposing some structure. A special case of this pattern, which is called structured cycle [1], is comparable to CBPL iteration.

The multiple instances pattern indicates that an activity can have multiple instances at a same time. This pattern may not be directly supported in some implementation languages [1]. A work-around solution [21] performs multiple instances of the activity at different times. This solution is comparable to CBPL iteration.

A workflow pattern that is incomparable to a CBPL pattern should be documented as a composition of CBPL patterns. When the precise semantics of this workflow pattern cannot be documented as a composition of CBPL patterns, a work-around solution [21] can be developed to closely represent the semantics.

### 3 Common Behavioural Patterns Language

Figure 3 presents the CBPL metamodel. An *activity* is an abstract concept that represents an activity with a certain purpose. An activity can be a *structure activity* or an *action*. A structure activity represents an activity whose purpose is to determine the
execution ordering of other activities. This activity is used to define CBPL patterns. An action represents an activity whose purpose is to perform a certain task. It contains an identity to relate the action to an activity in activity transformation.

A pattern is a kind of a structure activity. CBPL patterns are represented as sequence, concurrence, selection and iteration. A sequence contains one or more activities to be executed in succession. A concurrence contains two or more activities that can be executed independently. An iteration contains an activity to be executed repeatedly as long as its condition holds. A selection contains one or more cases to be selected. A case contains an activity to be executed when its condition holds. A default case is selected when no other case can be selected.

A structure activity may define variables. A variable holds an information value that is required by the execution of the structure activity or the activities contained in the structure activity. A variable is transformed by activity transformations but its declaration must be in a proper scope, i.e. a structure activity. A variable contains an identity to relate the variable to a variable in an activity transformation.

A business process defines the behaviour of a business process in order to provide its functionality. It contains an activity to be performed. When a business process consists of many activities, the activity of a business process is a structured activity containing those activities.

We do not provide a concrete syntax for CBPL. CBPL patterns should be expressed using elements of the modeling language of a business process model.
Figure 4 shows the representation of CBPL patterns in UML activities diagram. Join and merge nodes of the concurrence and the selection patterns, respectively, are optional.

4 Example

We illustrate the use of our approach in the development of a UML-to-BPEL transformation. The transformation is developed as a composition of a UML-to-CBPL transformation as pattern recognition, a CBPL-to-BPEL transformation as pattern realization and a UML-to-BPEL activity transformation. The example focuses on pattern recognition and pattern realization.

Figure 5 shows an example of a business process model of an insurance application. The business process receives an application and determines whether the application type is collective or individual. The business process then calls another service according to the application type. When the business process receives a confirmation from the service, it forwards the confirmation to the applicant.

The structure of the model is formed from two CBPL patterns: sequence and selection. A CBPL sequence pattern is formed from an AcceptEventAction receive Application, a composition that conforms to the CBPL selection pattern and a SendSignalAction replyConfirmation. A CBPL selection pattern is formed from two CallOperationActions: applyForCollective and applyForIndividual. Information that is not relevant to pattern transformation is omitted for brevity.

![Fig. 5. A business process model of insurance application](image)

The UML-to-CBPL transforms the UML model to an intermediate model depicted in Figure 6(a). It is a good practice to put the only action of a structure activity in a sequence pattern. If the pattern realization then transforms the action into a succession of activity constructs, the activity constructs are already in a sequence. The CBPL-to-BPEL transformation transforms the intermediate model to a BPEL model depicted in Figure 6(b). The figure shows only constructs that are relevant to patterns. The
similarity between the models and between their metamodels (see [6, 8] for the BPEL metamodel) eases the development of a CBPL-to-BPEL transformation.

If we want to develop an UML-to-Java transformation, we can reuse the pattern recognition that was developed in the UML-to-BPEL transformation. For the example in Figure 5, the pattern recognition will give the same output as Figure 6(a). The structure of the intermediate model resembles the structure of a Java method. This makes the development of a CBPL-to-Java transformation relatively easy. A sequence is transformed to a scope indicated with a pair of curly brackets \{\}; a selection is transformed to a keyword if; and a case within the selection becomes the condition of the if.

```
<sequence>
  <action id="1" />
</sequence>

<selection>
  <case collective>
    <sequence>
      <action id="2" />
    </sequence>
  </case>
  <case individual>
    <sequence>
      <action id="3" />
    </sequence>
  </case>
</selection>

<sequence>
  <action id="4" />
</sequence>
```

(a) intermediate model in CBPL

```
<sequence>
  <receive .../>
</sequence>

<switch>
  <case collective>
    <sequence>
      <assign .../>
    </sequence>
  </case>
</switch>

<case individual>
  <sequence>
    <assign .../>
  </sequence>
</case>

<sequence>
  <invoke .../>
</sequence>

<case>
  <invoke .../>
</case>

<sequence>
  <assign .../>
</sequence>

<case>
  <assign .../>
</case>

<switch>
  <case>
    <reply .../>
  </case>
</switch>
```

(b) target model in BPEL

Fig. 6. The example in CBPL and BPEL

5 Related Work

The need for transformation (de)composition is studied in [10]. The study addresses issues that should be considered in transformation decomposition and composition, such as order of rule execution, tangling and scattering concerns, and additive changes. The study focuses on the development of a transformation language that can handle those issues.

(De)composition of a transformation are also studied in the area of aspect orientation [5, 12, 17]. A transformation is decomposed according to concerns, e.g. logging, security and transaction. Aspect orientation does not consider the structure and activities of a business process model as concerns and, hence, does not decompose a transformation according to them.
Transformations from business process models to implementations can be found in [6, 11, 15, 18]. None of them indicates how the transformations are (de)composed. Each develops a transformation directly based on a transformation specification.

Pattern transformation can be considered as an implementation of pattern application approach [13]. Our approach extends the idea of pattern application such that pattern application can be developed by reuse.

The UML 2.1.1 StructuredActivities package [14] is to support traditional structured programming constructs. It provides the concepts of sequence, conditional and loop nodes, which are similar, respectively, to sequence, selection and iteration patterns in CBPL. UML has no single concept for concurrence. CBPL allows concurrence be represented as a single concept.

6 Conclusions and Future Work

In this paper, we present an approach for developing a transformation from business process models to implementations that facilitates reuse. The approach separates pattern transformation from activity transformation. Pattern transformation is developed as a composition of two transformations that are performed in succession: pattern recognition and pattern realization. Pattern recognition identifies patterns that form the structure of a model. Pattern realization translates these patterns into constructs of an implementation language. The results of pattern realization and activity transformation are combined to produce the implementation of the business process model. The approach facilitates the reuse of pattern recognition and pattern realization in transformations from different modeling languages to different implementation languages.

The approach takes workflow patterns as knowledge for pattern recognition. Thus, workflow patterns act as modeling constraints. Patterns recognized are documented in an intermediate model. The approach includes a pattern language, which we call CBPL, to define this intermediate model. CBPL documents workflow patterns in terms of CBPL patterns.

We have developed a transformation from business process models in ISDL [4] to BPEL as a composition of pattern recognition and pattern realization. Activity transformation is not developed as an individual transformation yet. The activity transformation is embedded in the pattern recognition and pattern realization. Currently we are refactoring the pattern recognition and pattern realization such that the activity transformation part stands as an individual transformation. We will then compose the pattern recognition, pattern realization and activity transformation as suggested by the approach described in this paper.

Our future work will investigate how to map workflow patterns that are not comparable to CBPL patterns onto CBPL. The mapping gives us an opportunity to evaluate the stability of the CBPL metamodel with regard to addition of new workflow patterns. To prove the idea of transformation development by reuse, a transformation from ISDL to Java will be developed by reusing pattern recognition that has been developed in our ISDL-to-BPEL transformation.
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